An Algorithm for Deadlock Prevention Based on Iterative Siphon Control of Petri Net

This paper presents a formal calculation method of a deadlock prevention supervisor by the use of Petri nets. The proposed algorithm uses reachability tree to detect deadlock state and iterative siphon control method to synthesize the deadlock prevention supervisor. Such supervisor is maximally permissive and consists of minimal number of control places. The algorithm is intended for reversible or partially reversible PT Petri net, but it can also be applied to Ordinary Petri nets. The calculation of the supervisor is illustrated by two examples. The first example shows the synthesis of deadlock prevention supervisor in a manufacturing system consisting of three conveyors and three robots, where the deadlock can occur due to concurrent requests of the conveyors for the robot engagements and unpredictable duration of those engagements. The second example shows the synthesis of deadlock prevention supervisor in a marine traffic system, where dangerous vessel deadlock situations may occur in case of vessels’ irregular motion through the system. To avoid this, the vessel traffic is supervised and controlled by traffic lights using the deadlock prevention supervisor, which is responsible for vessels’ stopping only in the case of dangerous situation and until this situation elapses.
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1 INTRODUCTION

Large number of various technical systems falls naturally in the class of Discrete Event Systems (DES), and can be viewed as a sequence of discrete events. The main characteristics of these systems are concurrency or parallelism, asynchronous operations, and event driven operation. In a DES many operations take place simultaneously and the evolution of system events is aperiodic. The completion of one operation may initiate more than one new operation. As a result of these dynamic characteristics there are two situations that can occur: conflict and deadlock. The conflict may occur when two or more processes require a common resource at the same time. For example, two workstations might share a common transport system or need access to the same storage. One simple way to resolve the conflict is to assign a priority level to each of the processes. The deadlock can happen with the sharing of two resources between the two processes. In this case, a state can be reached where none of the processes can continue. Note that one of the processes may proceed if the conflict can be resolved while in the deadlock case nothing can be done to get the system going again. This situation is unacceptable and is usually the result of the system design [2], and must be solved by using supervisory control.

Many authors have also tried to solve the deadlock problem by Petri nets. Barkaoui developed the method of deadlock prevention by control places [1]. Also Ezpelta developed an algorithm for deadlock prevention for the ordinary and conservative S1PR class of Petri nets [2]. Iordache presents a deadlock prevention algorithm uses iterative siphon control method [3]. Lautenbach investigated the algorithm for finding the minimal siphon inside the net, as well as the algorithm for deadlock prevention by control places for ordinary Petri nets, which do not contain source places [4]. Further, Lewis developed an efficient algorithm for deadlock prevention in the MRF1 class of Petri nets – the class that describes flexible manufacturing systems [8].

This paper deals with the calculating of deadlock prevention supervisor based on Petri nets. The proposed supervisor is applicable to DES, but it also applicable to the continuous-variable dynamic systems which can be viewed as DES at higher level of abstraction. The paper presents a deadlock prevention algorithm which uses siphon control method. We are using an iterative algorithm for generating deadlock-free Petri net from the Petri net model of the system (Process Petri net). With this algorithm it is possible to synthesize a maximally permissive deadlock prevention supervisor with fewer numbers of control places than algorithm presented in [3].
The algorithm is usable only for reversible or partially reversible P-T Petri net. However, it is possible to transform an ordinary Petri net into a P-T Petri net [3], and proposed algorithm can also be applied to ordinary Petri nets. The deadlock prevention algorithm first calculates the Petri net reachability tree. Then the reachability tree is analyzed in order to find the present deadlock states. If at least one deadlock is found to the Process Petri net, the synthesis of a deadlock-free Petri net must be done by finding all critical minimal siphons of the net and adding control places which is connected to the transitions of the Process Petri net. The control places ensure at least one token in the critical minimal siphons of the net for every reachable marking, which is the necessary condition for deadlock prevention. We illustrate our approach using realistic models of two different systems which can be described as DES: a manufacturing system (a flexible assembly cell with three robots and conveyor), and a marine traffic system.

The paper is organized as follows: Section 2 reviews basics of deadlock prevention supervisor and Petri net properties and describes notations which are used throughout the paper. Section 3 defines the deadlock prevention algorithm which uses iterative siphon control method. Flexible assembly cell example with three robots and conveyors is given in the section 4. Section 5 shows an example of calculating the deadlock prevention supervisor for marine traffic system. The supervisor is verified by a computer simulation of vessels moving through the marine traffic system.

2 DEADLOCK PREVENTION SUPERVISOR BASED ON PETRI NETS

Some of the systems can be viewed as discrete event process $G$ with the deadlock states (if they exist). To prevent occurrence of deadlock states, the process must be supervised by the deadlock prevention supervisor $C$, which is connected with process in closed loop (Figure 1). The process generates a sequence of discrete events $s$ and sends it to a supervisor $C$. The supervisor $C$ then generates set of allowable events $\gamma$ that is allowed to happen in the process $G$ in the next step. The set $\gamma$ depends on the sequence $s$ and does not consist of the events that can lead a process to deadlock states in the next step.

In this paper the process $G$ and supervisor $C$ are modeled by the Petri net, a useful tool for describing discrete event systems.

A Petri net (Place/Transition net) is a 6-tuple [6]:

$$Q = (P, T, I, O, \Phi, \mathbf{m}_0)$$

where:

- $P = \{P_1, P_2, \ldots, P_k\}$ – set of places,
- $T = \{t_1, t_2, \ldots, t_n\}$ – set of transitions,
- $P \cap T = \emptyset$,
- $I : P \times T \rightarrow \{0,1\}$ – input function,
- $O : T \times P \rightarrow \{0,1\}$ – output function,
- $W : (I, O) \rightarrow \{1,2,3,\ldots\}$ – weight function,
- $\mathbf{m}_0 : P \rightarrow \{0,1,2,\ldots\}$ – initial marking vector.

Places and transitions denote states and events in the discrete event system. A place can be empty (without any token) or contains one or more tokens $(m(p) \geq 0)$. A token can, for example, represent the availability of the resource. A transition $t \in T$ is enabled at a marking $\mathbf{m}$ iff $\forall p \in \bullet t, m(p) > 0$ ($\bullet t$ is a set of input places to transition $t$). A transition $t$ that meets the enabled condition is free to fire. When a transition $t$ fires, all of its input places lose a number of tokens, and all of its output places gain a number of tokens. The state of a Petri net changes from state $\mathbf{m}$ to state $\mathbf{m}'$. This fact will be denoted as $\mathbf{m} \rightarrow \mathbf{m}'$ and is described by:

$$\mathbf{m}' = \mathbf{m} + W \sigma,$$

where:

- $W = O - I$ – incidence matrix,
- $\sigma$ – firing vector.

A reachability tree displays every possible state that can occur in the Petri net after firing all transitions [6]. The reachability tree of the Petri net in Figure 2a is shown in Figure 2b. From the reachability tree it is possible to see the main characteristics of the Petri nets, such as reachability, boundness, liveness, deadlock and reversibility. Deadlock is the state when no firing in the Petri net is possible. The Petri net in Figure 2a is safe because the maximum number of tokens in the places is 1, and is partially reversible because it is possible to reach initial state $\mathbf{m}_0$ after firing transitions $\{t_1, t_3, t_4\}$. The state $\mathbf{m}_0$ in Figure 2b) is forbidden deadlock state, because there are no arcs from this state to the other states, and the firing of $t_1$ from the state $\mathbf{m}_0$ causes deadlock state.
Structural characteristics of the Petri net are \( \mathcal{P} \) and \( \mathcal{T} \) invariants, siphons and traps. \( \mathcal{P} \) – invariant corresponds to set of places whose weighted token count remains a constant for all possible markings.

A siphon \( S \) is the set of the Petri net places for which it is true that each transition having an output arc from the set also has an input arc into the set \( S \subseteq \mathcal{T} \). A trap \( T \) is the set of places for which it is true that each transition having an input arc into the set also has an output arc from the set \( T \subseteq \mathcal{P} \).

A minimal siphon does not contain any new siphons. Once the trap becomes marked, it will always be marked for all future reachable markings. Once the siphon becomes empty, it will always remain empty.

### 3 Iterative Siphon Control Algorithm for Deadlock Prevention

For \( \mathcal{P} \)-\( \mathcal{T} \) Petri nets the arcs weights that connect the places to the transition \( w(p, t) \) equal 1 precisely, which can be mathematically expressed as follows [3]:

\[
\forall p \in \mathcal{P}, \forall t \in \mathcal{T}, \text{if} \ (p, t) \in \Phi \Rightarrow w(p, t) = 1.
\]  

(3)

In a \( \mathcal{P} \)-\( \mathcal{T} \) Petri net, which happens to be in a deadlock state, there must be at least one empty siphon (the opposite does not stand). Therefore, in order to prevent deadlock in the \( \mathcal{P} \)-\( \mathcal{T} \) Petri net, it is necessary to add one control place to each minimal siphon in the net, which will guarantee that the number of tokens in the minimal siphon is greater or equal to 1 (in other words the minimal siphon must never be emptied, which is mathematically expressed as follows):

\[
\sum_{p_i \in S} m(p_i) \geq 1,
\]  

(4)

where:

\( p_i \) – places which belong to siphon \( S \).

Formulas for calculating of control place \( c \) for a specific siphon are as follows:

\[
c = \left\{ t \in \mathcal{S} : \sum_{p_i \in \mathcal{S} \cap \mathcal{T}} w(p_i, t) > \sum_{p_i \in \mathcal{S} \cap \mathcal{P}} w(t, p_i) \right\},
\]  

(5)

\[
c = \left\{ t \in \mathcal{S} : \sum_{p_i \in \mathcal{S} \cap \mathcal{T}} w(p_i, t) < \sum_{p_i \in \mathcal{S} \cap \mathcal{P}} w(t, p_i) \right\},
\]  

(6)

\[
w(c, t) = \sum_{p_i \in \mathcal{S} \cap \mathcal{T}} w(p_i, t) - \sum_{p_i \in \mathcal{S} \cap \mathcal{P}} w(t, p_i),
\]  

(7)

\[
w(t, c) = \sum_{p_i \in \mathcal{S} \cap \mathcal{T}} w(t, p_i) - \sum_{p_i \in \mathcal{S} \cap \mathcal{P}} w(p_i, t),
\]  

(8)

\[
m_0(c) = \sum_{p_i \in \mathcal{S}} m_0(p_i) - 1,
\]  

(9)

where:

\( c \) – represents to where the arcs go from the control place \( c \) to the set of siphon output transitions,

\( c \) – represents from where the arcs come to the control place \( c \) from the set of siphon input transition,

\( S \) – set of places belonging to siphon,

\( w(t, c) \) – weight of the arcs from transition \( t \) to the place \( c \),

\( w(c, t) \) – weight of the arcs from the place \( c \) to the transition \( t \),

\( m_0(c, t) \) – the initial marking in the control place \( c \),

\( m_0(p_i) \) – the initial marking of the siphon.
After calculating control place $c$ for a particular minimal siphon $S$ it is possible to distinguish four cases:

- **case a)** $c \not\subseteq S$, (10)
- **case b)** $c \subseteq S$, (11)
- **case c)** $c = \emptyset$, $c \neq \emptyset$, (12)
- **case d)** $c = \emptyset$, $c = \emptyset$. (13)

If the case a) and b) are satisfied, the siphon $S$ is uncontrolled (it can be emptied). The control place $c$ must be added and connected to the Petri net. The control place $c$ and siphon $S$ form a $P$-invariant, and siphon $S$ thus cannot be emptied (controlled siphon). Adding a control place $c$, all reachable markings of a Petri net must satisfy constraints (4). These siphons are called critical minimal siphons.

---

**Fig. 3 Algorithm for generating deadlock-free Petri net**
If the case c) is satisfied, the siphon \( S \) is uncontrolled (it can be emptied, but the control place \( c \) cannot control the siphon) [7]. If the case d) is satisfied, the control place \( c \) is isolated from the Petri net. Such siphon can never be emptied if the siphon is initially marked as it contains the \( P \) – invariant. Such a siphon should not be controlled and they do not create any threat for deadlock occurrence in a Petri net. In this case initial markings of a Petri net must satisfy:

\[
\sum_{S \in S} m_0(p_i) \geq 1.
\] (14)

Iterative algorithm for generating a deadlock-free Petri net is shown in Figure 3 [8]. As it was said, the algorithm is usable for reversible or partially reversible P-T Petri net. But, it is possible to transform an ordinary Petri net into a P-T Petri net [3], and algorithm can be also applied to ordinary Petri net. The next step of the algorithm (Figure 3) is calculation of the Petri net reachability tree. Then the reachability tree is analyzed in order to find the present deadlock states [8]. If there are no deadlocks, the Petri net is deadlock-free, but if at least one deadlock is found, the synthesis of a deadlock-free Petri net must be done. At this point it is necessary to find the minimal siphons and calculate the control places for them. This will ensure that the siphons are never left without tokens. New control place is added to the Petri net only for minimal siphon that satisfies (10) and (11). The new control place restricts reachable marking of the Petri net, so the new control place puts the constraint (4) to the Petri net. If the siphon satisfies (12) and (13), there is no need to add control place to the net. In that case the siphon needs to be initially marked, and the Petri net must satisfy initial marking constraints (14). Adding a new control place to the net may produce a new uncontrolled minimal siphon and new deadlock state. So we need to calculate the reachability tree again and repeat the whole algorithm. The algorithm ends when it is not possible to find a new deadlock states in the Petri net.

4 A CASE STUDY I: DEADLOCK PREVENTION IN A FLEXIBLE ASSEMBLY CELL

In this section, a flexible assembly cell with three robots and three conveyors (Figure 4) is considered as the case study for the proposed deadlock prevention algorithm [7]. A conveyor and two neighboring robots are needed to carry an assembly task. Conveyor \( C_1 \) requests the left robot \( R_1 \) first, and after acquiring it, requests the right one \( R_2 \). Similarly, conveyors \( C_2/C_3 \) request their left robot \( R_2/R_3 \) first, and after acquiring it, they request the right one \( R_3/R_1 \). Then the assembly operation starts. When the task is completed, the conveyor releases both robots.

Requesting and releasing a robot are two events that can occur concurrently and asynchronously. For example, the three conveyors could simultaneously request their left robots (concurrency). Also, the release of two allocated robots occurs when the assembly task is over, but the time of this event cannot be accurately predicted due to possible delays or errors (asynchronous). The Petri net model must capture the concurrent and asynchronous behavior of the system (Figure 5).

For the Petri net model from Figure 5, the following places can be assigned (Table 1).

For the Petri net model from Figure 5, the following places can be assigned (Table 1).

Places \( p_{10} \) to \( p_{12} \) represent the operations in the system, and places \( p_{0} \) to \( p_{12} \) represent availability of the robot (Figure 5).

Events in the system are represented by transitions (Table 2).

At the start of the assembly task, all conveyors and robots are free, and the three conveyors are concurrently requesting their left robots. The initial marking of the net is

\[
m_0 = [100100100111]^T.
\]

From the initial marking the transitions \( t_1, t_4 \) and \( t_7 \) are enabled. If these transitions are allowed to fire concurrently, the new marking will be

\[
m' = [010010010000]^T.
\]

This means that three conveyors have acquired their left robots and are now waiting for their right one. However, all three robots are already committed and so the process is deadlocked; it cannot proceed because \( m' \) enables no transitions.

\[
\sum_{S \in S} m_0(p_i) \geq 1.
\] (14)
To prevent occurrence of deadlock states, the process (which is modeled by the Petri net in Figure 5) must be supervised by the deadlock prevention supervisor, which consists of control places connected to the Petri net. Calculation of the control places could be done using the algorithm for generating deadlock-free Petri net (Figure 3). Following the analyses of the Petri net, it has been determined that there are 7 minimal siphons in the net.

These minimal siphons are as follows:

\[ S_1 = \{p_1, p_2, p_3\} \],
\[ S_2 = \{p_5, p_6, p_9, p_{10}\} \],
\[ S_3 = \{p_6, p_8, p_9, p_{11}\} \].

After calculating control places for siphons \( S_1 \), \( S_2 \), \( S_3 \), \( S_5 \), \( S_6 \), \( S_7 \) it has been determined that all control places satisfy case d) given by equation (13). Those siphons must then satisfy (14) (they must be initially marked) and there is no need to add any control places to the Petri net, because they cannot be emptied. After calculating control places for siphon \( S_4 \) it has been determined that control place for this particular siphon satisfies (10). For this critical minimal siphon a control place will prevent emptying of the siphon, and must be added to the Petri net in Figure 5.
The condition that needs to be fulfilled is that the sum of tokens in this siphon is greater or equal to 1 for all reachable markings (4). The constraint is:

\[ m_3 + m_6 + m_9 + m_{10} + m_{11} + m_{12} \geq 1. \]  

(15)

Synthesis of control place \( p_c \) that fulfills the given condition could be done by the method which was explained in the section 3. Figure 6 shows a deadlock-free Petri net with control place \( p_c \).

After adding control place \( p_c \), algorithm for generating the deadlock-free Petri net detects that there are no more deadlock states, and the algorithm ends.

5 CASE STUDY II: DEADLOCK PREVENTION SUPERVISOR IN A MARINE TRAFFIC SYSTEM

In this section, the model of a canal traffic system (Figure 7) is made using a Petri net. The Petri net (Figure 8) describes the vessel traffic in the system. After analyzing the Petri net and applying the algorithm for deadlock prevention described in section 3, it is possible to detect deadlock states and design a deadlock prevention supervisor.

The considered canal traffic system consists of three canals (\( P_1 \), \( P_2 \) and \( P_3 \)) of 1000 m length each, and four basins (\( S_1 \), \( S_2 \), \( S_3 \) and \( S_4 \)) of 100 m length each [9]. The vessels on the left end of the canal system \( A_i \) wait for the passage to the right in the direction \( A \), and vessels \( B_i \) wait for the passage to the left in the direction \( B \). A vessel can move through the canal system by its own propulsion or by hauling vehicles at the sides of the canal, which can tow the vessel. The vessel’s speed is always greater in a canal than in a basin.

The canals allow the vessels to move in one direction only, and basins allow the passing of vessels in opposite directions. The capacity of a canal and of a basin is 1 vessel. Therefore, the vessels cannot enter a canal or a basin that is occupied (in which there is another vessel), but they have to wait until the canal or basin is empty. The vessels can wait in canals or in basins only if there is a danger of deadlock.

All basins and canals represent resources of the canal and basin system. If a particular resource is occupied, and there are vessels waiting to use them, then these vessels must wait for the availability of the occupied resource at the exit of the resource in which they are. When the resource becomes available, it is occupied by awaiting vessels at random. The maximum number of vessels which can be in the canal system is 7 (Figure 7). However, due to the reasons of safety, this number is limited to 6 vessels.

The traffic in the canal system can be fully automated using the computer system which controls traffic lights at the entrance into each resource in directions A and B. Sensors for detection of vessels...
sels’ passing from one resource to the other are connected to the computer control system. The traffic signalization control system should not let vessels enter a resource as soon as it becomes available, because it can cause a forbidden deadlock state. In order to avoid such states, the traffic control system is controlled by a supervisor, which has the function of deadlock prevention. The supervisor is required to be the maximal permissible i.e. not hindering the passage of the vessels, but only in the event of immediate danger of a deadlock.

The Petri net in Figure 8 shows the model of traffic system in Figure 7, and it comprises the places $p_1$–$p_7$ which represent discrete states in the process of the vessels moving in direction A, and places $p_8$–$p_{14}$ for moving in direction B. The marking of places $p_1$–$p_{14}$ denotes the number of vessels in the resource represented by that place. Firing of transitions $t_1$–$t_6$ causes the movement of tokens in places $p_1$–$p_7$, which corresponds to the movement of vessels in direction A, and firing of transitions $t_7$–$t_7$ causes the movement of tokens in

---

**Fig. 7 System of canals and basins**

**Fig. 8 Petri net of the system of canals and basins**

---

places $p_8$–$p_{14}$ (movement of vessels in direction $B$). Places $p_{15}$–$p_{21}$ denote the availability of particular resources in the canal system. Initial markings of the Petri net in Figure 8 are $$m_0(p) = [3,0,0,0,0,0,0,1,1,1,1,1,1]^T.$$ Places $p_1$ and $p_8$ have 3 tokens which denote the vessels waiting to get into the canal system (the maximum number of vessels that can be in the system is 6). In this initial marking all the resources are available and so the places $p_{15}$–$p_{21}$ are marked.

Procedure for calculating a deadlock prevention supervisor begins with detection of deadlock states of the Petri net (Figure 8), which is done in the way of calculating the incidence matrix $A$ and analyzing reachability graph $[8]$. In the Petri net in Figure 8 there are two deadlock states:

$$dm_1 = [0,1,1,1,0,0,0,0,0,0,1,1,1,1,0,0]^T,$$
and

$$dm_2 = [1,1,1,0,0,0,0,0,0,0,1,1,1,1,0,0,0,0]^T.$$  

The Petri net is P-T net without source places, and we can apply the algorithm for finding critical minimal siphons. There is only one critical minimal siphon: $S_1 = \{p_4 \cup p_{13} \cup p_{18} \cup p_{19} \cup p_{20}\}$, for which we can add the control place $c_1(p_{22})$. The control place puts a constraint to the set of reachable markings of the net in Figure 8. After adding the control place $c_1$ the deadlock state is checked again. The new deadlock state is: $$dm_3 = [0,0,1,1,0,0,0,0,0,0,0,1,1,0,1,1]^T.$$ It is obvious that the control place $c_1$ creates new siphons in the net, so it is necessary to find new critical minimal siphons and new control places once again. After the second and third iteration of the deadlock prevention algorithm, new siphons are found:

$$S_2 = \{p_6 \cup p_{11} \cup p_{16} \cup p_{17} \cup p_{20} \cup p_{21}\}$$
and

$$S_3 = \{p_4 \cup p_5 \cup p_{11} \cup p_{12} \cup p_{22} \cup p_{23}\}.$$ 

So, new control places $c_2(p_{23})$ and $c_3(p_{24})$ need to be added.

![Fig. 9 Deadlock-free Petri net with deadlock prevention supervisor](image-url)
The calculated supervisor comprises three control places $c_1(p_{22}), c_2(p_{23}), c_3(p_{24})$. The supervisor together with the Petri net in Figure 8 forms a new composite Petri net (Figure 9). The deadlock state for the net in Figure 9 has been checked again, and it can be concluded that there are no new deadlock states and no redundant control places, and the calculation for deadlock prevention supervisor is completed. The Petri net in Figure 9 is deadlock-free. By using the equation (9) we can get initial marking of control places $m_0(c_1) = 3$, $m_0(c_2) = 3$ and $m_0(c_3) = 5$.

The developed deadlock prevention supervisor for the analyzed marine traffic system is verified by simulation in Matlab/Simulink environment. Three vessels in direction A and three vessels in direction B are trying to pass through the canal and basins system. The speed of the vessels in canals in direction A is 2 m/s, and in direction B 1 m/s, and the speed of the vessels in basins for both directions is 0.5 m/s. The simulation without the deadlock prevention supervisor shows that only one vessel in direction A can pass through the canals and traffic systems, and the others vessels are deadlocked in...
canals $P_1$, $P_2$, and basins $S_1$, $S_2$, $S_3$. Two vessels in direction A are deadlocked in $P_1$ and $S_3$, and three vessels in direction B are deadlocked in $S_1$, $P_2$ and $S_2$. Each vessel is waiting for another, so the circular wait occurs, and the vessels must wait for ever.

But, if the deadlock prevention supervisor is applied, which controls the vessels traffic by traffic lights; it is possible to avoid the deadlocks. Figures 10(a–f) show the vessels movement when the deadlock prevention supervisor is added to the traffic system. In that case, only the vessel $B_2$ is passing through the canals and traffic systems without waiting. The other vessels must wait a couple of minutes in the canals and basins, but in the end, with some delay, all of them pass through the canals and traffic systems.

6 CONCLUSION

A new method is proposed for calculating the maximal permissible deadlock prevention supervisor in Discrete Event Systems (DES), but it is also applicable to the continuous-variable dynamic systems that can be viewed as DES at higher level of abstraction. The Petri nets are used for creating the models of the systems, which enable analysis of possible deadlock states as well as the deadlock prevention control places calculation. These control places are added to the Petri net ensuring that the critical minimal siphons in the net, which would cause the deadlock states, are never emptied. The proposed algorithm generates as few control places as possible because it does not search for all uncontrolled minimal siphons in the Petri net, and adds control places until all minimal siphons in the net are controlled, because uncontrolled minimal siphons are not necessary condition for deadlock. The algorithm searches for deadlock states in the Petri net every time after adding another control place, and terminate in case of deadlock-free Petri net. The method is suitable for smaller Petri nets, as for the larger Petri nets the procedure of finding critical minimal siphons can be a time consuming process. In that case the large Petri net must be reduced to the smaller one. Finally, we illustrate our approach for calculating the deadlock prevention supervisor in two systems: in a manufacturing system and in a marine traffic system. A deadlock in the manufacturing system can occur during the production as the consequence of the improper sharing of two or more resources between two or more operations. In marine traffic systems a deadlock of the vessels is possible in case of inadequate use of canals and basins. Deadlock prevention supervisors must disallow all dangerous events in the both systems that can cause deadlock. The deadlock prevention supervisor of a marine traffic system is verified using computer simulation. Based on the final deadlock-free Petri net, the synthesis of a real supervisor could be easily done.
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