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Code smells represent code decay and as such should be eradicated from a system to prevent future maintenance problems. A range of twenty smells described by Fowler and Beck each require varying numbers and combinations of refactorings in order to be eradicated — but exactly how many are needed when we consider related, nested refactorings is unclear. In this paper, we enumerate these refactorings when categorised according to Mantyla’s smell taxonomy. We then show how, ironically, the ‘smelliest’ of smells (and hence most difficult to eradicate) are actually those best understood by developers. So, code smells are not only unpleasant to have around, but are deceptive in their nature and make-up. The study is thus a warning against attempting to eradicate what are seemingly easily eradicated smells — these are often the smells the developer needs to be most wary of. Finally, we incorporate the answers to six questions suggested by Paul for ‘How to write a paper properly’ to position the paper in a reflective way.
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1. Introduction

Code smells represent a form of code decay and unless eradicated, can become a source of maintenance problems from both an increased fault and effort investment perspective. Fowler (and Beck) (Fowler 1999) list twenty code smells, covering all aspects of OO ‘smelly’ code and prescribe how each of these smells can be eradicated through the application of one or more refactorings (Counsell et al. 2006; Demeyer et al. 2000; Fowler 1999; Kerievsky 2005). What is not clear from this listing is a) how many related refactorings each requires for its eradication, b) which are the ‘smelliest’ smells (in terms of refactorings required for their eradication) and c) the views of which smells are understood “most” and “least” by developers. In this paper, we use a smell taxonomy of Mantyla (Mantyla et al. 2003) to determine the range of required refactorings by each smell when placed in categories defined by that taxonomy; we then establish whether there is any correlation between ‘smelliness’ and an industrial survey of smells by Mantyla using developers and according to the smells they understand the ‘least’ and ‘best’ (Mantyla 2003).

The remainder of the paper is organized as follows. In the next section, we describe the motivation for the study and related work. In Section 3, we describe the smell taxonomy of Mantyla and the decomposition of those smells to highlight an important feature of the categories in that taxonomy (Section 4). We then demonstrate how the developer survey of Mantyla shows that the ‘smelliest’ smells are those that the developer finds easiest to understand (Section 5). In Section 6, we state and then answer the six questions posed by Paul (Paul 2009) to frame the paper in a reflective sense. Finally, we draw conclusions and point to future work (Section 7). Note — a new reader wishing to appreciate the six answers to Paul’s questions before reading the paper content and thus to gain the benefit of the reflection therein is directed to Section 6 first.
2. Motivation/Related Work

The motivation for the research described stems from two sources. First, as a software engineering community, we still know very little about developer perception, intent and habits. In particular, we know very little about the views on code smells and their ‘smelliness’ (i.e., an indication of required effort to eradicate those smells). In this sense, the study we present attempts to form a link between the theoretical and the practical, industry-views. Second, the three studies of Mantyla et al. (Mantyla 2003; Mantyla et al. 2004; Mantyla et al. 2006a; Mantyla et al. 2006b) represented landmarks in the analysis of code smells, but as yet have not been studied in anger with any other analyses. This represents a gap in the area. Third, a previous paper by Counsell et al. (Counsell et al. 2010) has suggested that no strategy currently exists for the assessment of code smells, even though there is significant industrial resonance. The research in this paper is a small step in this direction. Finally, much research has been done in the field of refactoring recently and in seminal work traceable to 1992 (Opdyke 2002; Counsell et al. 2008), with which code smells have a strong relationship. The presented research places some of that previous research in context.

In terms of related work, a well-known ‘taxonomy’ for allocating code smells (and which we use in this paper) was proposed by Mantyla — an empirical study of industrial developers and their opinion of smells was also reported; a précis of the same results was presented in (Mantyla et al. 2004). Both studies gave insights into which smells developers most ‘understood’, least understood and hence those that they would be most or least likely to want to eradicate. In subsequent work, Mantyla and Lassenius (Mantyla et al. 2006b) also described mechanisms for making refactoring decisions based on smell identification and also for evolving systems (Mantyla et al. 2006a). Counsell et al. reported a link between code smells and refactoring in terms of in — and out-degrees on a dependency diagram (Counsell et al. 2006) and this was supported with empirical open-source data. Research by Khomh et al. has recently explored code smells using the Bayesian approach (Khomh et al. 2009b) — the same authors have looked at changes made to a system as an indication of smells (Khomh et al. 2009a); on a slightly different tack, the inter-relationships between smells was explored by Pietrzak et al. (Pietrzak et al. 2006). Finally, in a similar vein to the study presented, Hamza et al. (Hamza et al. 2008) decomposed both Fowler’s and Kerievsky’s code smells (Kerievsky 2005) to determine smell overlap and commonality. Refactoring was used as a basis for that decomposition (Mens et al. 2003; Mens et al. 2004; Najjar et al. 2003). Finally, Munro (Munro 2005) describes a set of product metrics that can be used to guide the developer to bad smells in code and a tool was developed to aid this process.

3. Smell Taxonomy

For our analysis, we use the smell taxonomy described by Mantyla (Mantyla 2003), the purpose of which is to try and understand, appreciate and tackle the composition, relationships and commonalities between the set of code smells. Table 1 shows the taxonomy of smells according to the five categories.

The Bloater smells reflect something that has become so large that it can no longer be managed efficiently (e.g. ‘Large Class’).

<table>
<thead>
<tr>
<th>Group</th>
<th>Smells in group</th>
</tr>
</thead>
<tbody>
<tr>
<td>Bloaters</td>
<td>Long Method, Large Class, Primitive Obsession, Long Parameter List, Data Clumps.</td>
</tr>
<tr>
<td>Object-Orientation abusers</td>
<td>Switch Statements, Temporary Field, Refused Bequest, Alternative Classes with Different Interfaces.</td>
</tr>
<tr>
<td>Change Preventers</td>
<td>Divergent Change, Shotgun Surgery, Parallel Inheritance Hierarchies.</td>
</tr>
<tr>
<td>Dispensables</td>
<td>Lazy class, Data class, Duplicate Code, Dead Code, Speculative Generality.</td>
</tr>
<tr>
<td>Couplers</td>
<td>Feature Envy, Inappropriate Intimacy, Message Chains, Middle Man.</td>
</tr>
</tbody>
</table>

Table 1. Mantyla’s Smell Taxonomy (Mantyla 2003).
The Object-Orientation abusers category contains situations where obvious and intuitive features of OO are not fully exploited (e.g., ‘Switch Statements’ — where polymorphism should be used instead).

The Dispensable smells represent ‘something’ that needs to be removed from the source code (e.g., code that is duplicated).

The Couplers reflect harmful and excessive coupling in code (e.g., Feature Envy — where one class uses the features of another class excessively).

Where appropriate, we describe the meaning of a smell.

4. Smell Decomposition

To inform our analysis, a bespoke software tool was developed to generate the number of refactorings for each of the twenty-two code smells listed by Fowler. The algorithm for generating the refactorings was based on a recursive tree-based search of all dependencies between the seventy-two refactorings of Fowler in their respective texts. The tool is described in more detail in Hamza et al. (Hamza et al. 2008), to which the reader is directed.

Table 2 lists each of the code smells and the number of refactorings that each requires to be eradicated (in parentheses). For example, the ‘Alternative Classes with Different Interfaces’ smell (bolded in Table 2) requires the application of two refactorings in order to be eradicated. This smell occurs when two classes have a similar internal content, but different external composition (i.e., in the parameter list) — they should thus be amalgamated to present a common interface. From Fowler (Fowler 1999), the two refactorings it requires are ‘Rename Method’ and ‘Move Method’. The smells that require the fewest refactorings are the ‘Divergent Change’ and ‘Message Chains’ smells (both bolded in Table 2). Divergent Change is a smell which occurs when a class has to be changed frequently in response to a range of change types. The Message Chains smell occurs when a series of objects need to be used to facilitate a relatively simple call (the series should be eliminated).

The smell that requires the highest number of refactorings is the ‘Primitive Obsession’ smell (requiring 7 refactorings), which arises when there is an over-reliance on primitive data types in a class. Interestingly, the Primitive Obsession refactoring requires the use of many ‘replacement’ type functions as part of its eradication: e.g., Replace Data Value with Object, Replace Type Code with State/Strategy refactorings; all five are used by this smell. Table 2 also shows that, on average, the Bloaters category is the set of smells that requires the most effort to eradicate based on number of refactorings (averaging 4.20). The Change Preventers have the lowest average number of refactorings required to be eradicated (averaging 2.0).

<table>
<thead>
<tr>
<th>Group</th>
<th>Smells in group</th>
</tr>
</thead>
</table>

Table 2. Smells and number of refactorings.

4.1. Nested related decomposition

The smells in Table 2, while listing the number of refactorings required to eradicate each smell, give only a superficial impression of the actual effort required to eradicate a smell. This claim is made on the basis that each of those refactorings may, in turn, require other further refactorings to be completed. For example, smells 9, 11, 12, 14, 17, 18 from Table 2 all require the application of the ‘Move Method (MM)’ refactoring. The MM refactoring moves a method to a class where it is more conveniently situated.
to reduce coupling. The MM refactoring itself requires a set of further refactorings, each of which themselves may require further refactorings (Fowler 1999). Figure 1 therefore shows the ‘actual’ number of refactorings that each of the twenty smells from Table 2 generate when we analyzed their related refactorings. Smell 1 — ‘Long Method’ requires 20 ‘actual’ refactorings and smell 2, ‘Large Class’ requires the application of 40 actual refactorings. In fact, there is a clear trend for smells in the Bloaters category (i.e., smells 1-5) to require relatively more actual refactorings than any other category.

On the other hand, smells in the Object-Orienta-
tion Abuser category (smells 6-9) have an average of just 6.25 refactorings. The only category that has a similar number of actual refactorings to the Bloaters is the Dispensable category (smells 13-16) with an average of 17.0 refactorings. Clearly, attempting to eradicate one the Bloater smells is likely to require more effort than any other category (in theory and on average). Large Class generates higher numbers of ‘actual’ refactorings than any other smell. Smells 8 and 19 (Refused Bequest and Message Chains) are the smells that generate least refactorings. Interestingly, the first is an inheritance-based smell and the second coupling-based; inheritance and coupling are difficult features to untangle because they may require the developer to appreciate knowledge of the scope of many classes.

Table 3 shows the refactorings (Refs.) that the Large Class smell requires in order to be eradicated (Fowler 1999). On average, each of the original refactorings from this smell requires 10 other refactorings to be undertaken. The reason for this high value is relatively straightforward. The Extract Class, Extract Subclass and Extract Interface refactorings 1, 2 and 3 from Table 3 require a wide range of other refactorings due to the number of code dependencies that need to be resolved. For example, the Extract Subclass (refactoring 1 in Table 3) requires the use of no less than 6 other refactorings, each of which may have their own refactorings.

It would appear that a wide variation exists in the effort required to eradicate each set of smells, as well as between individual smells.

5. Mantyla’s Developer Survey

In theory, we might reasonably expect developers to choose the smells to eradicate that have a small set of required refactorings. We would also expect the smells that developers ‘understand best’ to correlate (negatively) with the effort required to eradicate that smell. In other words, a tentative hypothesis is that easily understood smells are easier to eradicate than less easy to understand smells and developers will therefore attempt to eradicate the former. Mantyla (Mantyla et al. 2004) surveyed 12 developers from a Finnish software development company developing in Delphi. The developers were asked for their opinions about the set of different code smells.

Table 4 shows the three smells (a, b, and c) that were most often left as either ‘Don’t Understand (DU)’ or ‘Don’t Know (DK)’ by the developers in the same survey. These were the smells that developers knew about, but did not understand easily (the former case) and simply did not know anything about (in the latter case). In the case of smells b and c (inheritance-based refactorings) Mantyla suggests that there

<table>
<thead>
<tr>
<th>Smell</th>
<th>Original Refs.</th>
<th>Actual Refs.</th>
</tr>
</thead>
<tbody>
<tr>
<td>Large Class</td>
<td>1. Extract Class, 2. Extract Subclass, 3. Extract Interface, 4. Replace Data Value with Object</td>
<td>40</td>
</tr>
</tbody>
</table>

Table 3. Large Class refactorings.
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<table>
<thead>
<tr>
<th>Smell</th>
<th>DU</th>
<th>DK</th>
</tr>
</thead>
<tbody>
<tr>
<td>a. Data Clumps</td>
<td>3</td>
<td>10</td>
</tr>
<tr>
<td>b. Alternative Classes</td>
<td>0</td>
<td>7</td>
</tr>
<tr>
<td>with Different Interfaces</td>
<td></td>
<td></td>
</tr>
<tr>
<td>c. Refused Bequest</td>
<td>0</td>
<td>6</td>
</tr>
</tbody>
</table>

Table 4. 3 least understood smells (from (Mantyla 2003)).

are good reasons why developers ‘didn’t know’ about these smells — manipulating and recalling inheritance structures is fraught with complexity. Mantyla also suggests that in the case of ‘Data Clumps’ (c), the lack of understanding was due to weakness in the survey style. The data from Table 2 (and Figure 1) shows that Data Clumps has a relatively high number of both related refactorings and ‘actual’ refactorings, and this may be a factor. The Data Clumps smell uses the Extract Class, Introduce Parameter Object and Preserve Whole Object refactorings; again, we see that extraction of class features can add significantly to the effort of smell eradication.

Table 5 shows the standard percentage responses found in the same study by Mantyla. Only 64.3% of developers responded that they understood the Data Clumps smell. Equally, 100% of developers understood the meanings of the Long Parameter List and Duplicate Code smells. Most interesting from Table 5 is the response rate of smells in the second row of the table — the high response of 97.3% implies that these smells were relatively well understood (cf. Figure 1). The bolded smells in Table 5 are drawn from the Bloaters category of bad smells and many of those bolded smells thus have a relatively high number of actual refactorings from Figure 1. Only the Data Clumps smell is outside the top nine smells from Mantyla’s survey. In other words, the smells that developers tended to understand most were the classes that, from our analysis, tended to require the largest number of refactorings in order to be remedied. On the other hand, the italicized smells in Table 5 are the five smells with the fewest number of required refactorings from Figure 1 (requiring a low number of actual refactorings). Counter-intuitively, three of the five were those least understood by developers.

It appears from the preceding analysis that developers understood best the smells that were likely to require most effort to eradicate and, conversely, they least understood the smells that appear to require less effort to eradicate. Smells therefore provide a facade in terms of what they are, how they are decomposed and how they are resolved — a deception and mask for the real effort required in their eradication.

5.1. Discussion

We note that any study based on empirical data will suffer from a number of threats to its validity.

First, we accept that an assumption of the analysis presented is that each refactoring takes a similar amount of effort to undertake and that this is unlikely in practical reality. However, without the data on timed effort by actual developers, or a set of correspondingly subjective assumptions, we feel that this represents a starting point for an analysis of code smells.

Second, our analysis makes the assumption that a developer has no sense of the effort required to eradicate a smell. In other words, that a developer is oblivious to the presence of smells or the effort required for their eradication. On reflection, this stance could be seen as misguided on our part. A developer might be able to detect
a smell; the same developer might also be fully aware of the implications of leaving that smell to become a “stench” (i.e., an advanced form of smell) or to eradicate that smell.

Third, developers also have to make difficult choices as to how they allocate their time. We have no evidence that developers actively avoid smells, yet there is no evidence, as we presented, to suggest that developers do eradicate smells.

Finally, there may be many other types and variations of code smell that a developer would consider eradicating before those we have considered. We cannot necessarily assume that the 22 smells listed in Fowler (Fowler 1999) are the definitive set of smells that we should adopt. In a commercial setting, an recognizable set of smells is that of in-house smells, as sinister as any of those listed in Fowler. Future work will consider an experiment involving actual developers and measurement of times taken for refactoring activities. The dependency graph used as the basis of the present work is described in detail in Counsell et al. (Counsell et al. 2006) and size precludes its inclusion in this paper. The data for this graph can be made available to interested researchers for the replication of studies.

6. Paul’s Criteria

One issue that arises with any research paper is that, at some point after publication, even the authors of the paper are unable to remember the message of the paper when they re-visit it, the story it tells and the value of the research to a reader. This has implications for how widespread the research message can become. The purpose of publishing research should be motivated by the desire to extend the boundaries of knowledge in a specific area. To that end, Paul (Paul 2009) has suggested six questions that need to be answered for ‘How to write a paper properly’. In this section, we explore those five questions with one objective in mind: to frame and abstract the material in the previous six sections from the perspective of those six questions. The six questions posed by Paul (Paul 2009) and treated individually in turn are as follows:

**Question 1**: What ‘story’ is the paper trying to tell the reader? Paul provides a number of guidelines as to why this is an important question to answer.

**Paper focus**: there should be one story, not many. There may be two or three major points to the story, but much more than that is likely to confuse the reader.

**Longevity**: a story written for the reader should be able to be understood in ten years time by the author if they need to revisit the paper. A story written for the authors only is likely to leave the authors as perplexed in ten years time as readers are now. The authors’ response that encapsulates our story is as follows:

**Question 1 Response**: Code smells are an ongoing problem for developers and project managers alike since they represent a code that badly needs refactoring. Smells vary in the likely effort they require to be eradicated. Paradoxically however, the ‘smelliest’ of smells (and hence the most difficult to eradicate) are actually those that are best understood by developers. Code smells are therefore unpleasant to have around, but more sinisterly are deceptive; they might seem easy to eradicate, but in reality are not. The study is a warning for developers against attempting to eradicate what are seemingly easily eradicated smells — these are often the smells the developer needs to be most cautious of.

**Question 2**: What will the reader know after reading your story that they did not know before reading the story? Paul provides a guideline as to why this is an important question to answer.

**Purpose**: What is the point of the paper?

**Question 2 Response**: The paper provides an insight into the problems that might arise when trying to eradicate code smells. The data presented ties into the first motivation for the broader research question stated in Section 2 — ‘the software engineering community still know very little about developer perception, intent and habits... we know very little about the views on code smells and their ‘smelliness’ (i.e., an indication of required effort to eradicate those smells)’. Second, the tie-up between the theoretical and practical is often overlooked in research studies. A further point of the paper is informed by the statement in Section 2, which, paraphrased, can be summarized as an attempt
to form a link between the theoretical and the practical, industry-view of code smells. Finally, code smells have been an under-researched area of software engineering, as reported by Counsell et al. (Counsell et al. 2010). A further point of the paper is to explore the area of code smells following the publication of early leading studies. Section 2 states that ‘the two studies of Mantyla reported in (Mantyla 2003) represented landmarks in the analysis of code smells, but as yet have not been studied in anger with any other analyses’.

**Question 3**: Why should anyone believe you? If the paper is not believable, then this will be the downfall of the paper.

**Question 3 Response**: The paper presents empirical data produced from a tool to support the conclusions it makes. It also presents evidence from a study by Mantyla (Mantyla 2003) to compare empirical data with conclusions from Mantyla’s study. We therefore rely on data and conclusions drawn from the data. Although there are various threats to validity (described in Section 5.1), we believe that the conclusions are credible. Of course, a single empirical study will not be definitive on its own and more studies need to be undertaken in this area before a body of knowledge can be formed; this is one of the reasons why we offer to provide the data from the study at the end of Section 5.

**Question 4**: Why should anyone care about the story being told? Paul provides some guidance on this particular question. The reader needs to attach value to the points being made: without value, the significance of any research contribution can be questioned.

**Question 4 Response**: Developers and project managers have to make decisions on how to allocate their limited time. Smells are a problem that every developer faces; the choice of what to do about those smells is another question altogether. In other words, the value of the paper is in highlighting the relative effort that smells may induce. If the reader is a developer or project manager, then we have confidence that the value of the research will be high. If the reader is a researcher, then we hope that the research will provide the impetus for further replication studies.

**Question 5**: In one sentence what is the essence of your paper?

**Question 5 Response**: We would envisage such a sentence to be: ’Code smells are a development fact of life and should be eradicated, but serious thought should be given to which smells are most practical to eradicate, based on the relative effort that eradication may induce.’

Paul (Paul 2009) also asks (as a final question 6) the authors to consider what motivated their research and the paper written? We refer the reader to Section 2 of the paper and to the elements of our response to question 2, which contains further background to the motivation for the paper.

7. Conclusions/Further Work

In this paper, we have described an analysis of bad code smells. The basis of our analysis is that code smells hide the true effort that they require to be eradicated when nested refactorings are explored. We used the smell taxonomy of Mantyla (Mantyla 2003) to analyze the categories of smells and the refactorings they required. The ‘Bloater’ category was found to be the most expensive in this sense. Counter-intuitively, many of the smells from this category were best understood by developers as part of a study of developers; on the other hand, the cheapest smells (in terms of perceived effort) were actually the least understood by the same developers. The real stink about smells is therefore their capacity to deceive. As well as providing empirical evidence to support this stance, we provide a critique of Paul’s six questions as to what makes a good research paper. Future work will focus on a developer-based experiment to replicate Mantyla’s developer survey and on an exploration of the testing implications of smell eradication. The results presented here are the first of many smell studies and we welcome further exploration in this area.
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