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Abstract—Code smells are the fragments in the source code that indicates deeper problems in the underlying software design. These code smells can hinder software evolution and maintenance. Out of different code smell types, the God Class (GC) code smell is one of the many important code smells that directly affects the software evolution and maintenance. The GC is commonly defined as a much larger class in systems that either know too much or do too much as compared to other classes in the system. God Classes are generally accidentally created overtime during software evolution because of the incremental addition of functionalities to it. Generally, a GC indicates a bad design choice and it must be detected and mitigated in order to enhance the quality of the underlying software. However, sometimes the presence of a GC is also considered a good design choice, especially in compiler design, interpreter design and parser implementation. This makes the developer’s feedback important for the correct classification of a class as a GC or a normal class. Therefore, this paper proposes a new approach that detects and proposes refactoring opportunities for GC code smell. The proposed approach makes use of different code metrics in combination along with utilizing user feedback as an important aspect while correctly identifying the GC code smell. The proposed approach that considers combined use of code metrics, is based on two newly proposed code metrics in this paper. The first newly proposed metric is a new approach of measuring the connectivity of a given class with other classes in the system (also termed as coupling). The second newly proposed code metric is proposed to measure the extent to which a given classes make use of foreign member variables. Finally, the proposed approach is also empirically evaluated on two standard open-source commonly used software systems. The obtained result indicates that the proposed approach is capable of correctly identifying the GC code smell.
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I. INTRODUCTION

In software engineering, software maintenance is a continuous and mandatory activity that helps implement the corrective, adaptive, perfective, and preventive steps in a software development life cycle. These steps are the result of a change in user requirement, environmental change, bug fixing need, quality improvement of the underlying software system, or other maintenance activity that is carried out on the system. Moreover, the long-term modification in the underlying code of software may weaken the underlying design of the system. This may be due to the lack of knowledge of the software developer, market demands or other careless activities during the software development process. The degraded design results in the decreased quality and the increased maintenance cost of the system. The issues that result in the poor underlying design and also worsen the software maintainability are termed as code smells [9]. Therefore, it is mandatory to detect and mitigate these smells in order to improve software durability. The process of mitigating the identified code smell is termed as refactoring. Refactoring helps us to boost various quality parameters of the code/design like maintainability, extensibility, and understandability. The refactoring aims at altering the underlying structure of the system without modifying the actual working of the system.

The author in [9] identifies and categories different poor symptoms present in the source-code into different types of code smells. Out of these different code smells, some of the commonly perceived, more concerned, and highly rated as sever from the developer’s perspective are Complex Class, Spaghetti Code, Long Method, and God Class [20]. Out of these important code smells, we target identifying God Class (GC) code smell in this paper. Further, the identified GC code smell is resolved by suggesting Extract Class refactoring suggestions to the software maintainer team after considering team feedback [9][30].

Several studies in literature targets detection and refactoring of the code smells present in the source code of a software system [15, 9, 6, 1, 13]. These studies targets using various traditional code metrics and machine learning algorithms to detect code smells.
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Besides these, various automated and semi-automated tools are proposed and compared in literature for the purpose of code smell detection and removal [8, 16, 24, 19]. To the best of author’s familiarity, these various approaches already proposed in the literature make use of different metrics in a combination that is defined in an ad-hoc manner. The suitability of such a combination of different metrics needs to be determined for the correct identification of the code smells. Moreover, it is necessary to determine if a new combination of code metrics can improve the accuracy of code-smells detection. Further, even if the same set of metrics are used the threshold limit used by them may be different. The constant threshold limit used may not be feasible always. This is more explained in the study design section of the paper. These approaches also miss out the user intelligence (available in the form of feedback) during GC identification process. It is the opinion of the author’s in this paper that this feedback can play an important role in the correct identification of the GC code smell. Moreover, due to the abstract definition of various kinds of smells in [9], ambiguity is always present and different developers are having different perspectives on these code smells [23]. This makes the user knowledge (mainly developer engaged with the maintenance team) important that can highly deviate the overall accuracy in determining correct code-smell. User feedback can help determine more accurate code-smells and thus help in reducing the overall maintenance cost of the underlying software system (due to less number of classes on which the maintenance team need to work). These identified limitations in the literature become the research gap for this paper.

This paper targets filling these identified gaps by incorporating the user feedback (of mainly developers) during the process of GC code smell detection. The proposed approach in this paper recommends and proposes a new set of metrics that together can increase the accuracy while detecting GC code smell. Moreover, the threshold limit that is used in the proposed approach is also not kept constant and it can be easily changed as per the comments provided by the feedback team. The proposed approach differs from the others in that 1) it makes combined use of two new more robust and dynamic metrics; 2) it considers user feedback as important and it can help reduce the overall maintenance cost by correctly identifying GC code smell, and 3) the used threshold are not kept constant, instead, they are dynamic in nature. The main contribution of this paper can be summarized as follows:

1. To propose a new coupling metric that can measure how much a given class is dependent on the rest of the classes in the system.
2. To propose a new metric for measuring the extent to which a given class makes use of the foreign class member variable.

The whole paper is divided into the following six sections. Section II gives details about the literature work that is devoted to code smell detection and mitigation. Section III describes the proposed approach in detail and section IV provides details about how the whole study designed and conducted in order to evaluate the proposed approach. Section V gives discussion details about the obtained results as part of the experimental evaluation of the proposed approach. Finally, section VI provides the concluding remarks and possible subsequent work directions.

II. LITERATURE SURVEY

This section in the research paper gives information about the work already carried out in the field of code smell detection and mitigation using refactoring. The study of code smells detection strategies is always remains a subject of recent studies in the literature. Most of these studies are based on utilizing the knowledge obtained from the underlying source-code and usually uses different metrics in combinations [4, 5, 14, 12, 25].

Fowler categorized and classified different symptoms of poor design into 22 types (code smells) and gives details about the possible refactoring opportunities for different code smells [9]. The authors in [2] specified a total of 40 anti-patterns present in the source code that may give rise to worse design for the underlying system. The authors in [11] studied the code smell detection as a distributed optimization problem using parallel evolutionary algorithms. The process of code smell detection is also targeted by applying different machine learning algorithms [8]. The authors performed the largest experimental evaluation by considering 16 different machine learning algorithm which is applied to a total of 74 software systems belonging to different domains. Similarly, the authors in [13] present an approach named SMURF for detecting anti-patterns using the machine learning algorithms and considering the practitioner’s feedback into account. The authors in [29] studied different versions of the same software system for determining when and why code smells are introduced during development. The authors carried out a large investigation of 200 open source systems.

The literature work also focusses on determining the relationship between identified code smells and different qualities of the software system. Yamashita et al. perform a detailed investigation for determining the extent to which the maintainability of software can be predicted based on the known code smells [25]. The authors in [7] perform an empirical study on a software belonging to different domains aiming at identifying different code smells and determining a possibility of correlation among code smells that affects each of the domains. The authors in [12] presented details about various object-oriented (OO) metrics and show how these metrics can be efficiently and effectively used in code-smell detection. This use is based on the combined use of various OO metrics. The authors also presented various visualization techniques that help us easily understand complex software systems.

Several semi/ fully- automatic tools are also proposed in the literature that aims at detecting underlying code smells and applying the refactoring in order to improve the underlying code quality [26, 15, 27]. The authors in [28, 6] surveyed different tools and also performed a comparison of different tools in order to determine their capability for code smell detection.

There are basically two main differences between our
proposed approach in this paper and the approaches proposed by various researchers in literature. First, different approaches in literature do not take user feedback during code smell detection. However, different developers have different perception about a code smell. Therefore, considering user feedback can highly deviate the obtained results for a code smell. Secondly, different researchers have used a combination of different metrics for detecting code smell and they have used different thresholds for the metric values. The choice of the threshold value is arbitrary and/or is based on some specific software under study. Therefore, it is our belief that the same threshold may or may not hold on other software too. These identified two research gaps are targeted in this paper.

III. PROPOSED METHODOLOGY

In this part of the paper, we describe the details of the newly proposed approach, which is designed for detecting the GC code smell. The newly proposed approach aims at detecting the GC code smell from an object-oriented software system. After detecting the GC code smell, the proposed approach mitigates it by proposing an extract class refactoring to the software maintainer team. In the proposed approach of this paper is based on the two newly proposed code metrics. The first newly proposed metric (COUPGC) measures the coupling among different classes of a software system. This newly proposed metric is based on utilizing the Frequent Usage Patterns (FUPs) for measuring more accurate coupling. These FUPs are available in the form of member variable usage patterns in the source code of a software system. The second newly proposed metric is the Attributes Usage Ratio (AUR) metric. This metric measures the extent to which a given class uses the attributes of other classes in the system. Moreover, we also propose a new combination of code metrics that can detect the GC presence with more accuracy. Finally, a new GC detection metric is proposed based on the previous code metric combination and the feedback of the developers. Figure-1 shows the overview of the working of the proposed approach.

The proposed approach considers utilizing user feedback while detecting the GC code smell. This feedback is obtained from the experts in the maintenance team or the special experts specially hired for this purpose. Based on the manual inspection of the various code-smell lists (various code-smell detection tools), it is observed that the lists differ from each other. This gives rise to the possibility of false detection by different tools. Further, tackling all these smells together results in increased maintenance cost of the underlying software system. At this stage, the expert knowledge can help in reducing maintenance cost by eliminating the false detections. The detailed working of the proposed approach is given in the following subsections:-

A. FUP Information Extraction

This step of the proposed approach aims at extracting FUP information by parsing the source-code of different classes belonging to the software system. All those member variables, associated with different classes of the software, which are either directly or indirectly used within the class constitutes the FUP information for the said class. This information is available as sets of member variable names. Here, the indirect usage refers to the member variable usage due to a function call to the same or different classes. The scope of the identified FUP set is the whole software system and it may contain names of foreign member variables (member variables belonging to other classes). This FUP information is further represented in the form of a vector called FUP vector. The size of this vector is N and it represents the count of distinct member variables belonging to the whole software system. In the vector representation, the index denotes the unique member variable in the system and the value at that index represents the frequency (count) of the usage for the corresponding member
variable. Here, if a class does not use any of the member variables then its corresponding frequency is zero.

B. FUP Information Extraction

This step of the proposed approach aims at extracting FUP information by parsing the source-code of different classes belonging to the software system. All those member variables, associated with different classes of the software, which are either directly or indirectly used within the class constitutes the FUP information for the said class. This information is available as sets of member variable names. Here, the indirect usage refers to the member variable usage due to a function call to the same or different classes. The scope of the identified FUP set is the whole software system and it may contain names of foreign member variables (member variables belonging to other classes). This FUP information is further represented in the form of a vector called FUP vector. The size of this vector is N and it represents the count of distinct member variables belonging to the whole software system. In the vector representation, the index denotes the unique member variable in the system and the value at that index represents the frequency (count) of the usage for the corresponding member variable. Here, if a class does not use any of the member variables then its corresponding frequency is zero.

Figure-2 shows a typical representation of a FUP vector for a system containing three classes A, B, and C having two member variables each. Here, the frequency for the usage of member variable B.M2 (second member variable of class B) is zero. It denotes that class A is not using the member variable M2 of class B.

<table>
<thead>
<tr>
<th>Index</th>
<th>A.M1</th>
<th>A.M2</th>
<th>B.M1</th>
<th>B.M2</th>
<th>C.M1</th>
<th>C.M2</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>5</td>
<td>9</td>
<td>1</td>
<td>0</td>
<td>7</td>
<td>6</td>
</tr>
</tbody>
</table>

Fig.2. A typical FUP vector representation used for the denoting the FUP set of class ‘A’.

B. FUP Based Coupling Measurement

This phase of the proposed approach aims to measure the coupling strength of a given class with the rest of the other classes in the system. The extracted FUP information is the key in this step and these are used as input in this phase. For measuring the coupling strength, a new metric called COUP_{GC} is proposed. This proposed metric is defined in equation (1) of this paper.

\[
COUP_{GC}[i] = \begin{cases} 
\frac{\sum_{j=1; j \neq i}^{N} \text{Ref}_{\text{intra}}[j]}{\text{Ref}_{\text{Total}}[i]} & \text{Otherwise} \\
0 & \text{Unity} \end{cases}
\]

Here, Ref_{intra}[j] is the total number of non-zero references made for member variable of class j within the class i. The Ref_{Total}[i] is the total number of non-zero references made by the class i for the rest of the classes in the system. These two values are computed from the FUP vector representation of FUP information of the class i. The coupling of the class i with itself is zero as indicated within the formula in equation (1). The value of the COUP_{GC} is always in the range [0...1]. The measured coupling value is stored in a square matrix of dimension N x N, here, N represents the count of the classes in the software.

In this paper, we propose a new coupling metric and in literature there are a number of other coupling metrics such as CBO, RFC (in CK-metric suite), Afferent and Efferent (in Martin metric suite), etc. Our proposed coupling metric differs from the already existing coupling metrics in the following ways:-

1. The existing coupling metrics consider the interaction among different classes based on the direct use of the method and member variables. These metrics lack considering dependencies arising due to the indirect calling of methods between classes.

2. Based on our manual inspection, it was determined that dependencies arising due to method calls are not always harmful because sometimes methods present in a class are only informative in nature (methods that prints some message/information and do not access/change any member variables). This kind of dependencies is avoided in our proposed approach by considering FUP relations.

C. Size Metric Extraction

This part depicted in the approach proposed in figure-1 aims at extracting the size of different classes using a well-known size metric called KLOC. The size metric in our proposed metric is used to measure another dimension of the complexity of the underlying classes. In our proposed approach, the size metric is computed for each of the class belonging to the software. This metric is chosen because generally, a large class is difficult to understand and modify and hence increased maintenance cost.

D. Attributes Usage Ratio (AUR) Metric

This phase of the proposed approach measures the extent to which a given class uses foreign member variables. For this purpose, a new metric has been proposed as shown in equation (3). The proposed metric is computed as an average and is based on the usage factor Usage_{i}[j]. The usage factor measures the extent to which a given class, say i, uses the member variables of other class say j. The definition of this metric is as shown in equation (2).

\[
\text{Usage}_{i}[j] = \frac{\text{Number of Member Variables of } j \text{ used by } i}{\text{Total number of Member Variables in } j}
\]
$$AUR_{GC} [i] = \sum_{j = 1; j \neq i}^{N} \frac{Usage_{i}[j]}{N}$$

(3)

### E. God Class Detection (GCD) Metric

This phase of the proposed approach aims at detecting the presence of God Class (GC) in a software system. In our proposed approach, a GC is detected based on the following three factors:

1. **Lower inner-class cohesion and higher coupling.** The proposed $COUP_{GC}[i]$ metric is used to measure the degree of coupling of a class with other classes. The overall coupling of a given class is computed as the average of the coupling values of the classes on which it is dependent. A threshold value is used to select the minimum coupling value that distinguishes between a GC and a normal class.

2. **A high complexity.** In our proposed approach, the underlying complexity of a class is measured using the standard KLOC metric proposed in the literature. This metric is found to be a good indicator for measuring program complexity [10]. This is because the authors in [10] found strong empirical evidence of having a strong linear relationship between Cyclomatic Complexity and Lines of Code metric. We have chosen this standard metric to measure complexity because it is easy to measure and is also used by other researchers to detect code smells.

3. **High usage for foreign member variables.** The proposed $AUR_{GC} [i]$ metric is used to measure the extent to which a given classes uses the foreign member variables. A class showing high usage to member variables of other classes gives an indication towards the presence of GC code smell.

Based on the above mentioned three factors, the proposed GCD metric for identifying god classes is presented as follows in equation (4):

$$GCD = \bigcap_{i=1}^{N} \left( COUP_{GC}[i] > \alpha \right) \text{AND} \left( KLOC > \beta \right) \text{AND} \left( AUR_{GC} [i] > \gamma \right)$$

(4)

The proposed GCD metric makes use of three constraints $\alpha, \beta,\text{and } \gamma$ for the three considered metrics. These constraints are used as a threshold and above this threshold value, the corresponding metric value indicates towards the GC smell presence. The three constraints consolidates the user knowledge and are user-specific (developer’s feedback). In this paper, their current values are taken as the average of the corresponding metrics over the software level rather than keeping them as constant. In the equation (4), the process of detecting GC is dependent on the user feedback, which is the maintenance team understanding for the presence/absence of GC code-smell in the specified class of the software system. As the user feedback is obtained based on the expertise of the maintenance team and different members can have different feedback on the GC code-smell. Therefore, in order to reduce the bias, we collected their independent feedback and then obtained the final feedback score by averaging their independent scores.

### F. Refactoring Suggestions

This final part of the approach depicted in figure-1 aims at providing refactoring suggestions. After the GC list is identified in the above step using a metric combination and user feedback, the GCs are refactored using the *Extract Class* method. The proposed approach does not automatically refactor the underlying software system, instead, it only gives suggestions to the maintainer team regarding extract class opportunities.

### IV. STUDY DESIGN

In this part of the paper, we provide details about the experiment conducted in order to empirically evaluate the proposed approach for detecting GC code smell. This section is split into the following sub-sections:

#### A. Target Systems

In order to empirically evaluate the proposed approach, we consider two Object-Oriented software systems whose details are presented in the Table-I. These software systems are selected because they are widely being used among researchers in code smell evaluation and other software maintenance-related studies [19, 3, 31]. The first system, MobileMedia\(^1\) (MM), is an open-source software product line project that manipulates photos, videos, and music on mobile devices. Similarly, the Health Watcher\(^2\) (HW) is a web-based software system designed to help the user to register, manage, and perform complaints in a public health care system.

<table>
<thead>
<tr>
<th>S.No.</th>
<th>System Name</th>
<th>Version</th>
<th>No. of Class</th>
<th>Size (KLOC)</th>
<th>No. of Methods</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>MobileMedia (MM)</td>
<td>9</td>
<td>55</td>
<td>3.216</td>
<td>290</td>
</tr>
<tr>
<td>2</td>
<td>Health Watcher (HW)</td>
<td>10</td>
<td>118</td>
<td>8.702</td>
<td>671</td>
</tr>
</tbody>
</table>

Table I: Metrics for Target Systems

\(^1\)http://ptolemy.cs.iastate.edu/design-study/#mobilemedia

\(^2\)http://ptolemy.cs.iastate.edu/design-study/#healthwatcher

#### B. GC Code Smell Reference List

Before performing the experimental evaluation, the underlying source code of the considered systems is systematically analyzed. The aim is to discover the actual traces of GC code smell present within these systems. For this purpose, we sent an invitation to 15 developers having at least 5 years of expertise in software development and project...
management. This invitation is sent to multiple IT companies and they were asked to nominate different experts. Finally, the team members are randomly selected and they are unaware of each other and our motive. After selecting the team, each member is presented with the source code of the software under study. Each team member is asked to identify the god classes present within the software system based on the source-code presented to them and their domain knowledge. Each of the team members finally returns a list of god classes present within the software.

After receiving the lists, a common consensus is made among the team by arranging a meeting and promoting discussion among them. Finally, a single list containing the names of god classes regarding the considered software is prepared. This final list is ultimately used as a reference list to compare our results. Table-II shows the final reference list of GCs in the two considered software systems.

### Table II: GOD CLASS REFERENCE LIST FOR THE TARGET SYSTEMS

<table>
<thead>
<tr>
<th>Software Name</th>
<th>Number of God Class</th>
<th>Classes belonging to the Reference List</th>
</tr>
</thead>
<tbody>
<tr>
<td>Health Watcher(HW)</td>
<td>2</td>
<td>HealthWatcherFacade, HealthWatcherFacadeInit</td>
</tr>
<tr>
<td>Mobile Media(MM)</td>
<td>7</td>
<td>AlbumController, CaptureVideoScreen, MediaAccessor, MediaController, MediaUtils, PhotoViewController, SmsMessaging</td>
</tr>
</tbody>
</table>

#### C. Evaluation Criteria Used

In order to evaluate the proposed approach, we rely on three key information retrieval metrics namely Precision, Recall, and F-Measures [21]. These metrics compare our obtained results against the obtained reference list. The precision metric is used to measure the accuracy and is defined as the number of identified relevant GC code smells by the total number of identified code smells. Similarly, the recall metric is used to measure the completeness of the obtained results. It is defined as the ratio of the total number of identified relevant GC code smells and the total number of god classes in the reference list. Here, a high value of precision indicates that the proposed approach is capable of correctly identifying the god classes. Similarly, a score for the recall metric indicates that nearly all the god classes in the reference list are in the obtained results.

#### V. RESULTS AND DISCUSSION

This section of the paper discusses the experimental results and finally provides a discussion on the analysis of the obtained results. In order to analyze and discuss the obtained results, the following research questions are formulated in this paper: -

RQ1. How the proposed approach performs in detecting the GC code smell?

RQ2. How the proposed approach does differ in comparison to traditional metric-based approach?

#### A. Summary of the Detected GC Code Smells

Table-III shows the details about the total number of the detected GC code smells identified using our proposed approach. Table-II specifies the count of the GC code smell detected in different systems for two scenarios viz when the said systems are analyzed by the proposed approach and the reference list as obtained from a team of experts.

### Table III: TOTAL NUMBER OF IDENTIFIED GC CODE SMELL

<table>
<thead>
<tr>
<th>S.No.</th>
<th>System Name (MM)</th>
<th># of GC Code Smell Detected</th>
<th># of GC Code Smells in the Reference List</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>MobileMedia</td>
<td>9</td>
<td>7</td>
</tr>
<tr>
<td>2</td>
<td>Health Watcher</td>
<td>3</td>
<td>2</td>
</tr>
</tbody>
</table>

RQ1. How the proposed approach performs in detecting the GC code smell?

The capability of the proposed approach in detecting the GC code smells is evaluated using the standard information retrieval metrics as specified in the section above. The table-IV shows the results of the evaluation. In the presented results the obtained average precision value is 95% and it indicates that the proposed approach is capable of accurately predicting the GC code smells. Similarly, the obtained recall value is 100% and it indicates that the proposed approach detects all the GC code smells as listed in the reference list. From the results depicted in the table-IV, it can be concluded that the proposed approach in this paper stands firm in detecting GC code smell. Moreover, the original definition of GC as proposed by [12] is also tested on the considered software systems using the iPlasma tool3. This tool is mentioned in the [19] and is based on the detection strategies as defined by Lanza and Marinescu [12]. This tool is unable to detect any presence of GC code-smell in the two considered software systems.

### Table IV: EVALUATION OF THE PROPOSED APPROACH

<table>
<thead>
<tr>
<th>S.No.</th>
<th>System Name (MM)</th>
<th>Precision</th>
<th>Recall</th>
<th>F-Measure</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>MobileMedia</td>
<td>92.6%</td>
<td>100%</td>
<td>96.2%</td>
</tr>
<tr>
<td>2</td>
<td>Health Watcher</td>
<td>97.3%</td>
<td>100%</td>
<td>98.6%</td>
</tr>
</tbody>
</table>

3 http://loose.upt.ro/iPlasma/
The authors in [18] conclude that the KLOC (Line Of Count per Thousand) and WMC (Weighted Method Count) are the keys in detecting the GC code smells. Therefore, we have considered an approach proposed by [17] for comparison purposes. The authors consider evaluating GC code-smell in three open-source software systems. They are focused on determining the trend of GC code-smell along with the evolution of the considered software. Here, the authors have used WMC metric along with other traditional metrics namely Tight Class Coupling (TCC) and Access to Foreign Data (ATFD) for detecting the GC code smell. The authors used these three metrics in combination for detecting the GC code smell with different thresholds for the metrics. Here, it is necessary to note that the experimental study conducted by the authors in [17] is based on the same approach as proposed by the authors in [12].

Table-V shows the comparison results for the two approaches. Column 4 and 5 shows the total number of GC detected by different approaches. The column number 6 and 7 show the percentage classes that are affected by GC code smell in the considered software system. The last column shows the percentage change in the god classes present in the system. From the values, it is clear that the GC’s present in the Xerces system is higher and it correlates with the pattern observed by the authors in [17] based on the study of the different timelines of the considered system. They observed that GC’s count keep on increasing with the timeline of the development of the Xerces system. Similar are the results for the rest of the considered systems. The obtained results in table-4 indicate that our proposed approach is more capable of identifying the GC opportunities which can be easily mitigated using the extract class refactoring. This is due to the fact that the authors in [17] missed out the important KLOC metric as per the author’s investigation in [18]. Further, the table-6 gives details about the class names that are affected by GC code-smell. In this table, the list is shown only for Log4j software system because the authors in [17] do not provide an exhaustive list of class names that are affected with the GC code-smell for all the software systems under study. Here, we rely on the iPlasma tool for getting class names that are affected with the GC code-smell as per the rival approach. From the list mentioned in the table-6, it is noted that the CronExpression.java class is not detected by rival approach and further all the classes detected by the approach proposed by [12] are also detected by our proposed approach. By manual inspection of the CronExpression.java class, we came to know that the rival approach is unable to detect it as GC because the value of the ATFD metric value is <5. However, this class is highly coupled and together is hard to understand due to its large size.

VI. CONCLUSIONS AND FUTURE WORK

The maintainability of a software system broadly affected by the choice of the suitable metrics that are capable of accurately detecting the code smells present in the system. The source code metrics are being widely used in software maintenance and code smell detection. The present study in this paper aims at detecting the GC code smell in a software system. The detection process is based on the use of a traditional metric (KLOC) and two newly proposed source-code metrics namely COUP$_{GC}$ and AUR$_{GC}$ metric. The proposed approach is based on the simultaneous occurrence of three conditions namely 1) presence of a highly coupled class, 2) the presence of a complex class, and 3) high usage for the foreign members within a class.

Table VI

<table>
<thead>
<tr>
<th>Approach</th>
<th>God Class Names</th>
</tr>
</thead>
<tbody>
<tr>
<td>Rival Approach  [17]</td>
<td>CommandLine, FastDatePrinter, FastDateParser, DatePatternConverterTest, Interpreter, PluginBuilder, RollingFileManager, Server, SLF4JLogger, FixedDateFormat</td>
</tr>
<tr>
<td>Proposed Approach</td>
<td>CommandLine, FastDatePrinter, FastDateParser, Interpreter, PluginBuilder, RollingFileManager, Server, SLF4JLogger, DatePatternConverterTest, FixedDateFormat, CronExpression</td>
</tr>
</tbody>
</table>

These conditions are detected with the help of source-code metrics. Further, as part of the investigation, the proposed approach is also compared with the approach proposed by [17]. The comparison results indicate that our proposed approach is
capable of identifying more GC code smells. Moreover, as the proposed approach is tested on the Java software systems, however, it can be easily applied to the software systems designed in another language. This is because the metric used in the proposed approach can easily be computed on other software systems (written in another language) and they are not confined only to the systems designed in Java language.

The future work related to our present work is many. First of all, an experimental evaluation can be carried out in order to determine whether the proposed approach can outperform the various machine learning technique. Secondly, the suitability of other metrics can be evaluated for the purpose of detecting the GC code smell. Thirdly, the proposed approach can be tested or modified for its ability to detect another kind of code smells. Moreover, as the future work related to our present work is many. First of all, an experimental evaluation can be carried out in order to determine whether the proposed approach can outperform the various machine learning technique. Secondly, the suitability of other metrics can be evaluated for the purpose of detecting the GC code smell. Thirdly, the proposed approach can be tested or modified for its ability to detect another kind of code smells. Finally, we are preparing a prototype of a tool that can fully automate the proposed approach of this paper.
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